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The current thesis is comprised of 7 chapters, 173 pages, 56 tables, 79 figures and 

diagrams, and 102 bibliographic references. Its goal is to study 1) the way in which static 

construct are utilized in complex software project, 2) how they have evolved throughout the 

lifespan of a system, and 3) the degree to which they affect a series of software quality aspects. 

Chapter 1 introduces the concepts that will be presented in the thesis. First, we discuss 

the problem that is going to be addressed. Then we specify the research questions that were 

formulated and highlight their importance. Additionally, we explain the relevance of our work 

and mention the contributions that we expect to bring. The main objectives that were set and 

the way in which we planned to achieve them are also discussed. The last section of this chapter 

describes how the rest of the thesis is structured and the content of each of the following 

chapters. 

We begin by explaining the importance of testing; it represents a vital part of the 

software development life cycle. Studies have shown that more than half of the effort required 

for implementing complex software systems is spent on testing [1]. In this thesis, we will focus 

on unit testing in an object-oriented context as these tests are directly related to specific parts 

of the production code. There are 3 software quality aspects that are closely related to the testing 

process: testability, change-proneness, and defect-proneness. We start by defining them; 

testability is “the capability of the software product to enable modified software to be validated” 

[2]. Change- / defect-proneness are characteristics of software artifacts that represent their 

susceptibility to modifications / errors. 

Design flaws are violations of design practices and principles that make software 

systems harder to understand, maintain, and evolve. Some of them have already been proven to 

have a negative impact on specific software quality aspects. However, there are still numerous 

other design flaws / quality aspects that have not been investigated thus far. Static constructs 

are a category of source code entities in which the static keyword is used. We have already 

managed to prove that some of these constructs have a detrimental effect on testability [3] and 

defect-proneness [4]. In this thesis, we want to investigate each type of static construct both in 

terms of presence / usage and regarding their impact on the 3 quality aspects presented above. 

For studying their presence and usage, we will not concentrate solely on the latest version of a 

system; the entire history of a project will be considered. 

To investigate all these aspects, we formulated the following research questions: 

 Are static constructs used in complex software systems? For this question, we try to 

establish: 1) if instances of static constructs actually do appear in the production code; 

2) how are these instances utilized by other classes; 3) whether or not their clients are 

localized in a small number of packages or spread throughout the source code. 



 

 How have static constructs evolved throughout the lifespan of a project? We are keen 

to observe: 1) if instances of certain types are still being created even though they were 

proven to be problematic; 2) whether or not the number of client classes increases as a 

system is growing in size. 

 Do static constructs have a negative impact on software quality aspects? We want to 

study the effect of using static constructs on the software quality aspects of interest, 

namely: 1) testability, 2) change-proneness, and 3) defect-proneness. 

 By researching all these aspects and answering the 3 research questions, we expect to 

bring the following contributions: 

 a general methodology for studying different types of design flaws, their evolution, and 

the impact they have on software quality; 

 a model for quantifying class testability based on the quantity and the quality of its 

corresponding unit tests; 

 a process for determining: 1) the fine-grained source code changes that were performed 

during a commit and 2) if errors were fixed in the respective commit; 

 a tool that incorporates all these aspects; 

 an empirical study through which we answer the proposed research questions. 

In order to bring the contributions enumerated above, we have set a series of objectives 

that must be achieved. The main objectives would be: 

1. studying the state of the art for the topics of interest, namely: design flaw detection (with 

an emphasis on static constructs) and evolution, models for quantifying software quality 

aspects, and design flaws that have a negative impact on the investigated aspects; 

2. categorizing the static constructs and defining detection strategies through which we 

can identify instances of each type. Furthermore, analyzing the presence and usage of 

these instances both for the latest version of a project and for a number of versions 

throughout its entire lifespan; 

3. developing procedures through which the investigated quality aspects (testability, 

change- and defect-proneness) can be evaluated. Additionally, establishing whether or 

not the static constructs from each category have an effect on them. 

The last section of this chapter explains how the thesis is structured. For the remaining 

chapters we briefly discuss what each section contains. Furthermore, at the end of each chapter 

there is a fragment that summarizes all the things discussed in the respective chapter. 

Chapter 2 presents a literature review on the state of the art in design flaw detection 

and evolution, models for evaluating software quality aspects, and design flaws that affect these 

aspects. In the first section, we discuss different detection strategies that have been proposed 

and tools developed towards this end. We focus on metrics-based strategies, such as the ones 

proposed in [5], because we will employ a similar approach to identify different types of static 

constructs. Another article of interest is [6], where besides the strategies the authors also 

mention repair techniques through which the detected design flaws can be removed. In the 

second part of this section, we present a series of smells that might appear in test classes; they 

represent deviations from the guidelines proposed to aid developers in creating adequate test 

suites. Just as for design flaws, different categories of test smells were identified and detection 

strategies have been proposed (e.g., in [7]). The presence of these problems in the test code has 

been correlated with the existence of design flaws in the production classes [8]; we will take 

this aspect into account when evaluating the quality of the testing performed on a particular 

class. 

 The second section addresses the way in which certain design flaws have evolved. There 

are a considerable amount of articles that investigate this aspect (such as [9]), but none of them 

have analyzed any kind of static construct. We will study the evolution of these constructs in a 



 

similar manner to the one presented in [10], where we researched the co-evolution between 

production and test code. 

 In the next section, we discuss the models that have been proposed to evaluate the 

software quality aspects of interest. The majority of models for testability (e.g., the one 

described in [11]) start from the design of the classes / the entire system, not from the source 

code. In an article that compares different models for evaluating this quality aspect it was 

concluded 1) that there is no superior model and 2) that the model used should be selected based 

on the particularities of the analysis that is going to be conducted [12]. For change- / defect-

proneness, most of the publications try to predict whether or not a certain class will be modified 

/ repaired in the near future. There are very few articles that propose models for quantifying 

these 2 quality aspects based on the history of a system. One such example would be [13], 

where Java classes are categorized as defective / defect-free using 2 sets of metrics (product / 

process related). 

 The impact of certain design flaws on the 3 quality aspects mentioned above is discussed 

in the last section of the chapter. We could not find any articles that investigate this for different 

types of static constructs. One of the categories studied in [14] is mutable state (more 

specifically, static non-final attributes and singletons); the authors concluded that it may have 

an effect on the testability of software systems. In another paper [15], Hevery proposes a tool 

that can be used to evaluate this quality aspect; however, that tool does not start from Java 

source code, but rather from the bytecode. 

 In Chapter 3 we explain the approach adopted in order to: 1) categorize and detect static 

constructs, 2) study their evolution, 3) quantify the 3 quality aspects, and 4) implement the 

entire data collection process. Considering the variable granularity of the constructs that use the 

static keyword, we decided to perform a multilevel categorization. At class level, we distinguish 

between 3 types of static constructs: singletons (both stateful and stateless), utility classes, and 

the rest of the classes that contain smaller instances. For the latter category, the categorization 

was done based on the types of the instances present, namely: static methods that access / 

modify the state of the class in which they are declared, static methods that solely operate on 

parameters, static non-final attributes, constants, and static initialization blocks. For each of the 

aforementioned categories we proposed detection strategies through which the respective 

instances can be identified. For example, 3 conditions have to be met in order for a class to be 

categorized as a singleton: 

1. there are no public constructors within the class; 

2. the class has a private static attribute (the “singleton instance”) and a public static 

accessor method that performs lazy instantiation on this attribute and returns it; 

3. the aforementioned method is the only way in which the respective attribute can be 

accessed. 

This detection strategy corresponds to the general form of Singleton (Lazy 

Instantiation); the strategy was extended so that it can detect a series of variations of the pattern 

(the ones discussed in [16]). Furthermore, the singletons were divided into 2 categories, stateful 

and stateless. 

The second section of this chapter presents the process through which the evolution of 

static constructs is studied. We relied on Git to obtain the data necessary for performing this 

analysis. For each of the analyzed systems, the commits are sampled with a frequency of 1 

commit per month. Then we iterate over the remaining commits and determine the differences 

between each commit and the corresponding one from the previous month; the following 

differences are recorded: the total number of instances from each category, the number of client 

classes for each instance, and the average number of clients for the entire project. Additional 

data regarding each static construct / all of its clients are also recorded along with other useful 

information (such as a class being marked as Deprecated). 



 

The next section describes the model for quantifying class testability. Unlike the models 

that have been proposed until now, our model evaluates the testability of a production class 

based on the quantity and the quality of the corresponding unit tests. Therefore, this aspect is 

estimated both from a quantitative and from a qualitative perspective. The metrics used for 

measuring quantity are 1) line coverage and 2) the percentage of production methods addressed 

by unit tests. The coverage data are obtained through JaCoCo [17], a tool that can be utilized 

on any type of project (Maven, Gradle, etc.) and provides a detailed report which also includes 

a series of class / method complexity measurements. To evaluate the quality of the testing that 

was performed on a class, we consider certain smells that might appear in the corresponding 

test class. Test smells are identified using tsDetect [18]; this tool was extended so that it can 

specify which of the 19 detectable smells are present in a particular unit test. Two metrics are 

calculated once again: 1) the percentage of unit tests in which smells appear and 2) the number 

of different types of smells that exist in a test class. Based on these 4 metrics we calculate 2 

scores (quantitative and qualitative) which are then aggregated to obtain the overall testability 

score. This score can be used to compare a production class to another (which is similar to it in 

terms of size and complexity); if the first class has a higher overall score, then this means that 

the class is easier to test. To determine the 2 scores mentioned before, we utilize a series of 

intervals corresponding to threshold values (which are explained in detail in the respective 

section). 

To identify the classes that are susceptible to modifications / errors, we use the 

procedures described in the fourth section of this chapter. The only difference between the two 

is that in the procedure for defect-proneness we solely consider the commits that were 

categorized as bug-fixes. For this categorization, we utilize 2 types of information: 1) the one 

available in the commit message and 2) additional data collected from the Jira issue tracker 

associated with the project. The proposed procedure is thoroughly explained in the thesis; with 

it we can determine with high accuracy the commits in which defects were repaired. To evaluate 

the 2 quality aspects we must be able to establish exactly which modifications were performed 

during a commit. To this end we extract the fine-grained source code changes made to the 

source code using ChangeDistiller [19]; these include: the entity that was modified (class, 

method, or attribute), the type of the change (e.g., modifying a conditional statement in a 

method), and other details related to it (such as severity). The entire commit history of a 

particular class is analyzed and compared to the histories of similar classes. If that class 1) was 

changed more frequently or 2) more modifications were performed on it, then it can be 

considered as having a higher susceptibility to changes. As previously mentioned, error-

proneness is evaluated based on the same metrics, but only bug-fix commits are taken into 

account when these metrics are calculated. 

The last section presents the entire data collection process along with the tool that was 

developed. This tool is called DFAnalized and is implemented as an extension to Patrools [20], 

an eclipse plugin that is already capable of calculating some of the required metrics. We 

designed the tool so that it has a modular structure; several modules can be combined in order 

for it to perform the desired analysis. One of the modules contains the detection strategies for 

the design flaws studied (e.g., singleton). Another module is responsible for quantifying the 

quality aspect that is investigated. If we want to also analyse the evolution of the respective 

flaw, then we just have to add the corresponding module. The modules are configurable and 

can be easily extendable; for example, we could study another design flaw by creating a new 

module with the appropriate detection strategies. 

Chapter 4 explains how the empirical study was conducted. It starts by presenting the 

main goal of the study together with the hypotheses that were formulated. Afterwards, we 

describe the independent and dependent variables for each hypothesis along with the procedures 

through which they can be measured. The criteria based on which we selected the projects 



 

included in the study are also discussed. The last section of this chapter presents the analyses 

that were conducted as part of the empirical study. 

As was explained previously, the main goal of this thesis is to obtain a better 

understanding of 1) static constructs, 2) their evolution, and 3) the quality aspects on which 

they have a negative impact. To reach our goal, we formulated 3 research questions 

corresponding to each of these aspects. The main objective of the empirical study is to obtain 

answers to the research questions. This is why we analyzed the aspects in isolation. For each of 

the research questions we formulated 2 hypotheses for the the null and alternative variants. As 

an example, for the first research question the null variant would be “Static constructs rarely 

appear in complex software systems.”, while the alternative one is “Static constructs are present 

in the production code and there are other classes that utilize them.”. 

Each of the hypotheses is discussed in detail and then we present the independent and 

dependent variables for them. For the pair of hypotheses corresponding to the first research 

question the independent variables are the specific characteristics of the studied system, while 

the dependent ones would be the different types of static constructs that appear / are utilized by 

the production classes. Besides the general characteristics, such as size and complexity, we also 

investigate several other characteristics (e.g., key functionalities or the fact that a project is 

structured as a library). 

When choosing the systems for the empirical study we took into account a number of 

criteria, including the ones discussed in [21]. The projects needed to be: 

1. relevant in terms of size and complexity; 

2. available through Git and have a considerable number of versions; 

3. extensively covered by unit tests; 

4. associated with Jira issue trackers that contain the problems encountered during their 

development. 

Based on these criteria, we selected 11 open-source systems to include in the study. We 

tried to choose projects that differ in terms of 1) size and complexity, 2) development practices, 

and 3) the effort that was put into testing them, while still meeting the criteria enumerated 

above. A preliminary analysis on these aspects is included in the respective section. 

In the last section, we discuss the analyses performed on the systems presented before, 

namely: 

 a preliminary analysis on the size and structure of the systems, their history, and the 

effort that was put into testing them; 

 an analysis on the presence / usage of different types of static constructs; 

 an analysis on the evolution of each of the respective types; 

 3 analyses on the impact of static constructs on the quality aspects. 

 In Chapter 5 we present the results obtained for the analyses mentioned. This chapter 

only includes raw results; their interpretation is provided in the following chapter. In the first 

section, we study the static constructs identified in the latest version of each of the 11 projects. 

Besides the number of instances, we wanted to investigate the way in which they are utilized 

and observe if the client classes are localized in a limited number of packages or spread 

throughout the entire system. For each category of static constructs, we compared the clients 

(and their localization) to those of the remaining entities of the same type; for example, static 

methods that access the attributes of the classes in which they are declared / that solely operate 

on parameters are compared to the non-static methods of the system with regard to these 2 

aspects. For each of the 11 projects, we provided a table that contains all the data mentioned 

above. 

The second section of this chapter addresses the evolution of different types of static 

constructs. Just as for the previous analysis, we did not solely focus on the number of instances 

of a certain type that are present in a version of the system; we tried to determine the reasons 



 

why particular instances (or their clients) were added / removed. Additionally, for the class-

level constructs (singletons and utility classes) we also investigated how they were used 

throughout the lifespan of a project. For each type of static construct, we created a graph that 

depicts the total number of instances / the percentage of production classes that utilize instances 

of that type (y-axis) over time (x-axis). When unexpected situations occur, such as a significant 

decrease in the number of instances of interest or a class losing most of its clients, we tried to 

understand the reasoning behind such decisions. 

 The next section analyzes the impact of static constructs on class testability. We rely on 

the testability score to compare the classes that contain static constructs to other classes that are 

similar to them in terms of size and complexity. As was explained in Chapter 3, this comparison 

is made both from a quantitative and from a qualitative perspective. Quantity is evaluated based 

on 1) line coverage and 2) the percentage of methods from a class that are tested. For quality 

we determine 1) the percentage of unit tests in which smells exist and 2) the number of different 

types of smells that appear in a test class. Using these metrics we calculate 2 scores (a 

quantitative and a qualitative one) which are then aggregated into the overall testability score. 

For each system, we provided a table that contains these 3 scores for the classes with different 

types of static constructs / the similar classes. 

 The last section of this chapter presents the results corresponding to their impact on 

change- / error-proneness. In both evaluations we compare the average number of modifications 

that were performed on the classes that contain a certain type of static construct / the classes 

that were categorized as similar to them. We also calculated the average number of changes per 

commit to determine whether or not the classes with instances of interest were modified in more 

commits than other similar classes. Additionally, we wanted to observe what types of fine-

grained modifications occur most frequently (top 5 change types) and establish if the rankings 

are different for the classes with various categories of static constructs / similar classes. For 

each project we created 2 tables, one for change-proneness and another for defect-proneness. 

As specified in Chapter 3, for the second quality aspect we take into account only the commits 

that were categorized as bug-fixes. 

 Chapter 6 discusses 1) the interpretation of the results with regard to the research 

questions that were formulated and 2) the factors that could be considered threats to the validity 

of the empirical study and the obtained results. We start by looking at the results as a whole, 

thereby being able to draw meaningful conclusions. For the first research question we observed 

that 1) static constructs are present in all 11 systems that were analyzed; 2) constants are by far 

the most common type of static construct, followed by static methods (of both types) and utility 

classes; static non-final attributes, singletons, and static initialization blocks appear less often, 

especially in the smaller projects; 3) the number of clients of static constructs and their 

localization are not much different when compared to other similar constructs (in most cases). 

 Regarding the second research question, the main observations would be: 1) that there 

are certain categories of static constructs (such as static non-final attributes and singletons) for 

which fewer and fewer instances appear in recent versions (compared to those from the 

beginning / halfway through the development process) and 2) that we identified many cases in 

which these instances lost most of their clients (or even all of them) before being removed 

themselves. 

 For the last research question we established that: 1) static non-final attributes, stateful 

singletons, and static methods that access state have the highest negative impact on testability; 

2) all static construct categories with the exception of constants and static methods that solely 

operate on parameters affect change-proneness, although for stateless singletons and utility 

classes the results are contradictory for different types of systems; 3) for error-proneness, the 

impact of static constructs is not as significant as for change-proneness. 



 

 In the second section of this chapter, we present the factors that threaten the validity of 

the empirical study and the results; we also discuss ways in which we tried to mitigate them. 

The factors are grouped into 3 categories (based on the categorization proposed in [21]): 

construction, internal, and external threats. Those from the first category might appear due to 

problems in the code that was developed to collect the data necessary for the analyses 

performed. To avoid such problems, the proposed approach was carefully tested using several 

small-scale systems created specifically for this purpose. As an example, for the detection 

strategies we added instances from each category in various combinations to ensure that they 

are identified correctly. Furthermore, we manually checked all the data obtained; to the best of 

our knowledge, it is correct and complete. The threats from the second category (the internal 

ones) appear when modifications in the dependent variables cannot be attributed to changes in 

the independent ones. The main threats from this category are confounding factors, more 

specifically other variables that could mask an actual association or falsely prove an apparent 

association between the independent and dependent variables. It is very difficult to identify all 

the factors that have an impact on these variables, but we tried to discuss as many as possible. 

As an example, for the first hypothesis there might be other characteristics of a system that 

affect the presence / usage of different types of static constructs. 

 We identified a series of external threats that are related to the results of the empirical 

study, more specifically that they are not generalizable to other settings. A first limitation of 

this study is that all 11 systems are open-source. We hope to obtain access to at least 2 

commercial projects in the near future, thereby being able to eliminate this threat. Another 

limitation would be that all the systems are developed in Java by following an object-oriented 

approach. We are planning to reimplement the tool so that we can analyses projects developed 

in other object-oriented languages (e.g., C# and C++) or through different programming 

paradigms (such as functional programming). Another factor that should be taken into account 

is the high granularity of the analyses performed. The study could have been a lot more detailed 

if we would have analyzed everything at method level; this represent one of the directions on 

which we will be concentrating our efforts from now on. 

 Chapter 7 contains the conclusions and future work directions. In the first section, we 

reiterate the contributions brought, namely: 

 the methodology for studying the evolution and the impact on software quality of any 

design flaw; 

 the model for quantifying class testability; 

 the process for identifying commits in which bugs were fixed and determining the fine-

grained changes that occur between commits; 

 the tool for investigating the aspects of interest; 

 the empirical study through which we obtain answers to the research questions for 

different types of static constructs. 

 All in all, the main goal of the thesis was achieved; we managed to obtain a better 

understanding of static construct presence / usage, the way in which instances of different types 

have evolved, and the impact they have on the 3 software quality aspects studied (testability, 

change- and defect-proneness). 

 By analyzing all the aspects presented before, we were able to draw a series of relevant 

conclusions. The main ones would be: 

 that static constructs 1) are present all throughout the production code and 2) are 

frequently utilized by other classes; 

 that they are started to be used less once a project reaches maturity (compared to the 

earlier stages of its development); 



 

 that certain types of static constructs, such as mutable global state instances (stateful 

singletons and static non-final attributes) or static methods that access / modify their 

class’s state, have a negative impact on the 3 quality aspects investigated. 

In the next section, we reflect on what we have accomplished and explain what could 

have been done better. We end the chapter with some promising future work directions 

that we are currently considering: 

 extending the empirical study by adding new systems (commercial ones and projects 

implemented in other programming languages / by following other paradigms / through 

different development methodologies); 

 investigating other design flaws, such as object instantiations in constructors / methods 

or Law of Demeter violations; 

 perfecting the models through which we quantify the 3 software quality aspects (e.g., 

adding more metrics to the testability score); 

 studying all these aspects at a lower level of granularity; 

 proposing repair techniques for the problematic parts of both production and test code. 
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